Core java Collection framework and oops:

Here’s a comprehensive list of Core Java interview questions categorized by difficulty level:

Basic Core Java Interview Questions

1. What are the features of Java?

• Platform independence, object-oriented, portable, robust, secure, multithreaded, interpreted, and high performance due to Just-In-Time (JIT) compiler.

2. What is the difference between JDK, JRE, and JVM?

• JDK: Java Development Kit; includes JRE and development tools like the compiler.

• JRE: Java Runtime Environment; provides libraries and JVM for running Java applications.

• JVM: Java Virtual Machine; executes Java bytecode.

3. What are the main principles of object-oriented programming (OOP)?

• Encapsulation, Inheritance, Polymorphism, and Abstraction.

4. What is the difference between == and equals() in Java?

• == compares object references (memory addresses).

• equals() compares object content (logical equality).

5. What is the default value of an uninitialized variable in Java?

• Local variables: Must be explicitly initialized.

• Instance variables: Default values (e.g., 0 for int, null for objects).

6. What are the access modifiers in Java?

• Public: Accessible everywhere.

• Protected: Accessible in the same package and subclasses.

• Default: Accessible only within the same package.

• Private: Accessible only within the class.

7. What is the difference between break and continue?

• break: Exits the loop or switch statement entirely.

• continue: Skips the current iteration and proceeds to the next.

8. What is the difference between String, StringBuilder, and StringBuffer?

• String: Immutable.

• StringBuilder: Mutable, non-synchronized (faster for single-threaded operations).

• StringBuffer: Mutable, synchronized (thread-safe).

9. What are static methods and static variables?

• Static methods/variables belong to the class rather than an instance and can be accessed without creating an object.

10. What is a constructor in Java?

• A special method used to initialize objects. It has the same name as the class and no return type.

Intermediate Core Java Interview Questions

1. What is the difference between abstract class and interface?

• Abstract class: Can have concrete and abstract methods, supports fields, and allows single inheritance.

• Interface: All methods are abstract (by default in earlier versions of Java) and supports multiple inheritance.

2. What are wrapper classes in Java?

• Wrapper classes (e.g., Integer, Double) convert primitive types to objects (autoboxing) and vice versa (unboxing).

3. What is method overloading and method overriding?

• Overloading: Same method name, different parameters (compile-time polymorphism).

• Overriding: Subclass redefines a method from its superclass (runtime polymorphism).

4. What is a final keyword in Java?

• final variable: Value cannot be changed.

• final method: Cannot be overridden.

• final class: Cannot be subclassed.

5. What is the difference between throw and throws?

• throw: Used to explicitly throw an exception.

• throws: Declares exceptions a method might throw.

6. What are Java’s exception types?

• Checked exceptions: Checked at compile-time (e.g., IOException).

• Unchecked exceptions: Checked at runtime (e.g., NullPointerException).

7. What are the different types of memory in Java?

• Stack, heap, method area, and program counter.

8. What is garbage collection in Java?

• Automatic process of reclaiming unused memory by removing objects no longer in use.

9. What are the different types of inner classes in Java?

• Static nested class, non-static inner class, local inner class, and anonymous inner class.

10. What is a singleton class? How do you implement it in Java?

• A singleton class allows only one instance. Implement using a private constructor, a static variable, and a public static method to return the instance.

public class Singleton {

private static Singleton instance;

private Singleton() {}

public static Singleton getInstance() {

if (instance == null) {

instance = new Singleton();

}

return instance;

}

}

Advanced Core Java Interview Questions

1. What is the difference between HashMap and Hashtable?

• HashMap: Not synchronized, allows null keys and values.

• Hashtable: Synchronized, does not allow null keys or values.

2. What are the key differences between ArrayList and LinkedList?

• ArrayList: Uses dynamic arrays, faster for random access.

• LinkedList: Uses doubly-linked lists, better for insertions/deletions.

3. What is the volatile keyword?

• Ensures visibility of changes to variables across threads and prevents caching at the thread level.

4. What is the difference between Comparable and Comparator?

• Comparable: Defines a natural ordering within the class (compareTo).

• Comparator: Used for custom ordering outside the class (compare).

5. What is the transient keyword in Java?

• Used to indicate that a variable should not be serialized.

6. What is a marker interface?

• An interface with no methods or fields (e.g., Serializable, Cloneable) used as a tagging mechanism.

7. What is the difference between Array and ArrayList?

• Array: Fixed size, can store primitives and objects.

• ArrayList: Dynamic size, can store only objects.

8. What is the difference between Callable and Runnable?

• Callable: Can return a result and throw checked exceptions.

• Runnable: Does not return a result or throw checked exceptions.

9. What is a Java Stream?

• Introduced in Java 8, a Stream is used to process collections of data in a functional style (e.g., filtering, mapping).

10. What is the difference between Map and Set?

• Map: Stores key-value pairs.

• Set: Stores unique elements.

11. What are the differences between HashSet and TreeSet?

• HashSet: Unordered, uses hashing for storage.

• TreeSet: Sorted, uses a Red-Black tree structure.

12. What is the difference between notify() and notifyAll()?

• notify(): Wakes up one waiting thread.

• notifyAll(): Wakes up all waiting threads.

13. What is the difference between deep copy and shallow copy?

• Shallow copy: Copies only object references.

• Deep copy: Copies the object and all objects it references.

14. What are functional interfaces in Java?

• Interfaces with a single abstract method (e.g., Runnable, Callable, Supplier). Java 8 introduced @FunctionalInterface.

15. What are default methods in interfaces?

• Introduced in Java 8, default methods allow interfaces to have method implementations.

Expert-Level Core Java Interview Questions

1. What is the difference between Executor, ExecutorService, and ScheduledExecutorService?

• Executor: Simplifies thread management.

• ExecutorService: Extends Executor and provides lifecycle management.

• ScheduledExecutorService: Extends ExecutorService to schedule tasks.

2. How does ConcurrentHashMap work internally?

• It uses a segmented locking mechanism, dividing the map into segments and locking only the segment being accessed.

3. What is the Java Memory Model (JMM)?

• JMM defines how threads interact through memory and what behaviors are guaranteed in concurrent programming.

4. Explain how the HashMap works internally.

• It uses an array of buckets and applies a hash function to keys to determine their bucket index. Collisions are handled via chaining or probing.

5. What is Metaspace in Java 8?

• Metaspace replaces PermGen for class metadata storage. It dynamically resizes based on demand.

6. What is MethodHandle and invokedynamic in Java?

• Part of the java.lang.invoke package, they provide dynamic invocation capabilities, introduced for supporting languages like Groovy or Scala.

By preparing for these questions, you’ll be well-equipped to tackle interviews for roles requiring Core Java expertise.

1,what is interface?

A,

An **interface**

It specifies a set of methods that a class must provide but does not include any implementation details. Interfaces are a key part of object-oriented programming and are used to achieve abstraction and enforce a consistent structure across different classes.

**Key Features of Interfaces**

1. **Abstraction**: Interfaces provide a way to define abstract methods (methods without a body) that must be implemented by a class.
2. **No Implementation**: Methods in an interface do not have bodies (implementation); only the method signatures are defined.
3. **Multiple Inheritance**: Interfaces allow a class to implement multiple interfaces, enabling multiple inheritance-like behavior in languages that don't support it directly.
4. **Polymorphism**: Interfaces enable polymorphism by allowing different classes to be accessed through the same interface type.
5. **Standardization**: Interfaces ensure a consistent structure across classes, making it easier to maintain and extend code.

In below code eat added in interface only bit it can be called when a class is instatntiated also.

Ex:eat().

Code:

// Define the interface

public interface Animal {

void makeSound(); // Abstract method

void eat();

}

// Implement the interface in the Dog class

public class Dog implements Animal {

@Override

public void makeSound() {

System.out.println("Woof!");

}

@Override

public void eat() {

System.out.println("Dog is eating.");

}

}

// Implement the interface in the Cat class

public class Cat implements Animal {

@Override

public void makeSound() {

System.out.println("Meow!");

}

@Override

public void eat() {

System.out.println("Cat is eating.");

}

}

// Test the interface and its implementations

public class Main {

public static void main(String[] args) {

Animal dog = new Dog(); // Polymorphism

Animal cat = new Cat();

dog.makeSound(); // Output: Woof!

dog.eat(); // Output: Dog is eating.

cat.makeSound(); // Output: Meow!

cat.eat(); // Output: Cat is eating.

}

}

2,what is abstract class?

A, An **abstract class**

It serves as a blueprint for other classes and can contain both abstract methods (methods without implementation) and concrete methods (methods with implementation). Subclasses must provide implementations for the abstract methods.

Code:

// Define an abstract class

abstract class Animal {

// Abstract method (no body)

abstract void makeSound();

// Concrete method (has a body)

void eat() {

System.out.println("This animal is eating.");

}

}

// Subclass Dog extends the abstract class Animal

class Dog extends Animal {

@Override

void makeSound() {

System.out.println("Woof!");

}

}

// Subclass Cat extends the abstract class Animal

class Cat extends Animal {

@Override

void makeSound() {

System.out.println("Meow!");

}

}

// Test the abstract class and its subclasses

public class Main {

public static void main(String[] args) {

Animal dog = new Dog(); // Polymorphism

Animal cat = new Cat();

dog.makeSound(); // Output: Woof!

dog.eat(); // Output: This animal is eating.

cat.makeSound(); // Output: Meow!

cat.eat(); // Output: This animal is eating.

}

}

**Object-Oriented Programming (OOP) Concepts Explained with Answers to Interview Questions**

**OOP Concepts**

**1. Encapsulation**

Encapsulation bundles data (variables) and methods (functions) that operate on the data into a single unit (class) and restricts direct access to data members using access modifiers.

**Example**:

public class BankAccount {

private double balance;

public BankAccount(double initialBalance) {

this.balance = initialBalance;

}

public void deposit(double amount) {

if (amount > 0) {

balance += amount;

}

}

public double getBalance() {

return balance;

}

}

**Q&A**:  
**Q: What is encapsulation? How is it implemented?**  
**A:** Encapsulation is the mechanism of wrapping data and methods in a single unit, ensuring controlled access using access modifiers like private, public, or protected. It is implemented by making class variables private and providing public getter and setter methods for controlled access.

**2. Inheritance**

Inheritance allows a class (child) to acquire properties and behaviors from another class (parent), promoting code reusability.

**Example**:

class Animal {

void eat() {

System.out.println("This animal eats food.");

}

}

class Dog extends Animal {

void bark() {

System.out.println("The dog barks.");

}

}

public class Main {

public static void main(String[] args) {

Dog dog = new Dog();

dog.eat(); // Inherited method

dog.bark(); // Method specific to Dog

}

}

**Q&A**:  
**Q: What is inheritance? What are its types?**  
**A:** Inheritance is the process by which one class acquires the properties and methods of another class.

* **Single inheritance**: One class inherits from another.
* **Multilevel inheritance**: A class inherits from a derived class.
* **Hierarchical inheritance**: Multiple classes inherit from a single base class.  
  (Note: Java does not support multiple inheritance with classes to avoid ambiguity; it uses interfaces instead.)

**3. Polymorphism**

Polymorphism means "many forms" and allows methods to perform differently based on the object or input.

**Method Overloading (Compile-Time Polymorphism):**

class Calculator {

int add(int a, int b) {

return a + b;

}

double add(double a, double b) {

return a + b;

}

}

**Method Overriding (Run-Time Polymorphism):**

class Animal {

void sound() {

System.out.println("This animal makes a sound.");

}

}

class Cat extends Animal {

@Override

void sound() {

System.out.println("The cat meows.");

}

}

**Q&A**:  
**Q: What is polymorphism? How is it achieved?**  
**A:** Polymorphism allows the same method or operator to behave differently. It is achieved through:

* **Compile-Time Polymorphism**: Using method overloading (methods with the same name but different parameters).
* **Run-Time Polymorphism**: Using method overriding (subclass method overrides the superclass method).

**4. Abstraction**

Abstraction hides implementation details and exposes only the essential features.

**Abstract Class Example:**

abstract class Shape {

abstract void draw(); // Abstract method

}

class Circle extends Shape {

void draw() {

System.out.println("Drawing a circle.");

}

}

**Interface Example:**

interface Vehicle {

void start();

}

class Car implements Vehicle {

public void start() {

System.out.println("Car starts with a key.");

}

}

**Q&A**:  
**Q: What is abstraction? How is it implemented?**  
**A:** Abstraction is the process of hiding implementation details while exposing only functionality. It is implemented using:

* **Abstract Classes**: Define abstract methods that subclasses must implement.
* **Interfaces**: Define a contract that implementing classes must follow.

**Level-Wise Interview Questions and Answers**

**Beginner Level**

1. **Q: What is Object-Oriented Programming? What are its advantages?**  
   **A:** OOP is a programming paradigm that uses objects and classes to structure software. Its advantages include:
   * Reusability through inheritance.
   * Improved code readability and maintainability via encapsulation.
   * Flexibility using polymorphism.
2. **Q: What are classes and objects?**  
   **A:**
   * A **class** is a blueprint for objects (e.g., Car).
   * An **object** is an instance of a class (e.g., Car myCar = new Car();).
3. **Q: What is the difference between method overloading and method overriding?**  
   **A:**
   * **Overloading** occurs within the same class, using the same method name with different parameters.
   * **Overriding** occurs in different classes (subclass overrides a method in its parent class).

**Intermediate Level**

1. **Q: How does inheritance work in OOP?**  
   **A:** Inheritance allows a subclass to inherit methods and variables from a superclass, enabling code reuse. For example:
2. class Parent { void display() { } }
3. class Child extends Parent { }
4. **Q: What is the difference between an abstract class and an interface?**  
   **A:**
   * **Abstract class**: Can have abstract and concrete methods; supports constructors.
   * **Interface**: Only abstract methods (until Java 8), multiple inheritance supported.
5. **Q: Explain access modifiers in OOP.**  
   **A:**
   * **Private**: Accessible only within the same class.
   * **Default**: Accessible within the same package.
   * **Protected**: Accessible within the same package and subclasses.
   * **Public**: Accessible everywhere.

**Advanced Level**

1. **Q: What is the diamond problem in inheritance? How is it resolved in Java?**  
   **A:**
   * The diamond problem occurs in multiple inheritance when a class inherits from two classes with the same method, causing ambiguity.
   * In Java, it is resolved by using interfaces instead of classes. If a conflict arises, you must explicitly specify which method to use.
2. **Q: What is the difference between composition and inheritance? Which is preferred?**  
   **A:**
   * **Inheritance**: A "is-a" relationship (e.g., Dog is an Animal).
   * **Composition**: A "has-a" relationship (e.g., Car has an Engine).
   * **Preferred**: Composition is preferred for flexibility and reduced coupling.
3. **Q: Explain SOLID principles in OOP.**  
   **A:**
   * **S**: Single Responsibility Principle - A class should have one reason to change.
   * **O**: Open/Closed Principle - Classes should be open for extension but closed for modification.
   * **L**: Liskov Substitution Principle - Subtypes must be substitutable for their base types.
   * **I**: Interface Segregation Principle - Prefer smaller, specific interfaces over one large interface.
   * **D**: Dependency Inversion Principle - High-level modules should not depend on low-level modules but on abstractions.

This explanation combines theoretical explanations, practical examples, and answers to commonly asked interview questions for each OOP concept, structured for beginner, intermediate, and advanced levels.

Interview questions on collection frame work?

**Collection Framework Hierarchy**
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**Level-Wise Questions and Answers**

**Beginner Level**

1. **Q: What is the Java Collection Framework? Why is it used?**  
   **A:**  
   The Java Collection Framework is a unified architecture for representing and manipulating collections. It provides classes like ArrayList, HashSet, and HashMap to store and process data efficiently. It simplifies data handling, improves code quality, and reduces development effort.
2. **Q: What is the difference between ArrayList and LinkedList?**  
   **A:**
   * **ArrayList**:
     + Backed by a dynamic array.
     + Faster for random access (get operations).
   * **LinkedList**:
     + Backed by a doubly linked list.
     + Faster for insertions and deletions in the middle.
3. **Q: What is the difference between List and Set?**  
   **A:**
   * **List**: Allows duplicates and maintains the insertion order.
   * **Set**: Does not allow duplicates and does not guarantee order (except LinkedHashSet and TreeSet).

**Intermediate Level**

1. **Q: Explain the difference between HashMap and TreeMap.**  
   **A:**
   * **HashMap**:
     + Stores key-value pairs in no specific order.
     + Allows one null key and multiple null values.
   * **TreeMap**:
     + Maintains keys in natural (ascending) order.
     + Does not allow null keys.
2. **Q: What is the difference between ArrayList and Vector?**  
   **A:**
   * **ArrayList**:
     + Not synchronized (not thread-safe).
     + Faster as it does not require synchronization.
   * **Vector**:
     + Synchronized (thread-safe).
     + Slower due to synchronization overhead.
3. **Q: How does a HashSet ensure uniqueness?**  
   **A:**  
   HashSet uses a HashMap internally. It calculates the hash code of objects and compares them to ensure no two objects have the same hash code or content.

**Advanced Level**

1. **Q: What is the internal working of a HashMap?**  
   **A:**
   * A HashMap uses an array of buckets to store key-value pairs.
   * It calculates the hash code of the key to determine the bucket.
   * In case of collisions (same hash code), it uses a linked list or binary tree (from Java 8) to store multiple entries in a single bucket.
2. **Q: What is the difference between fail-fast and fail-safe iterators?**  
   **A:**
   * **Fail-fast**: Throws a ConcurrentModificationException if the collection is modified while iterating (e.g., ArrayList, HashMap).
   * **Fail-safe**: Does not throw an exception as it works on a copy of the collection (e.g., CopyOnWriteArrayList).
3. **Q: Explain the difference between Comparable and Comparator.**  
   **A:**
   * **Comparable**:
     + Used to define natural ordering of objects.
     + Implemented in the class itself via compareTo().
   * **Comparator**:
     + Used for custom ordering.
     + Implemented as a separate class or lambda via compare().

**Example**:

java

CopyEdit

import java.util.\*;

class Student implements Comparable<Student> {

int id;

String name;

public Student(int id, String name) {

this.id = id;

this.name = name;

}

public int compareTo(Student other) {

return this.id - other.id;

}

}

public class Main {

public static void main(String[] args) {

List<Student> students = new ArrayList<>();

students.add(new Student(2, "Alice"));

students.add(new Student(1, "Bob"));

Collections.sort(students);

}

}

*Basic Java File Handling Interview Questions:*

*1. What is file handling in Java?*

*Answer:*

*File handling in Java refers to the process of reading from and writing to files. The java.io package provides classes for working with files, such as File, FileReader, FileWriter, BufferedReader, and BufferedWriter.*

*2. How do you create a file in Java?*

*Answer:*

*You can create a file using the File class and its createNewFile() method.*

*Example:*

*import java.io.File;*

*import java.io.IOException;*

*public class CreateFileExample {*

*public static void main(String[] args) {*

*try {*

*File file = new File("example.txt");*

*if (file.createNewFile()) {*

*System.out.println("File created: " + file.getName());*

*} else {*

*System.out.println("File already exists.");*

*}*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*3. How do you delete a file in Java?*

*Answer:*

*You can delete a file using the delete() method of the File class.*

*Example:*

*import java.io.File;*

*public class DeleteFileExample {*

*public static void main(String[] args) {*

*File file = new File("example.txt");*

*if (file.delete()) {*

*System.out.println("Deleted the file: " + file.getName());*

*} else {*

*System.out.println("Failed to delete the file.");*

*}*

*}*

*}*

*4. How do you read data from a file in Java?*

*Answer:*

*You can use the FileReader or BufferedReader class to read text data from a file.*

*Example using BufferedReader:*

*import java.io.\*;*

*public class FileReadingExample {*

*public static void main(String[] args) {*

*try {*

*FileReader fr = new FileReader("example.txt");*

*BufferedReader br = new BufferedReader(fr);*

*String line;*

*while ((line = br.readLine()) != null) {*

*System.out.println(line);*

*}*

*br.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*5. How do you write data to a file in Java?*

*Answer:*

*You can use the FileWriter or BufferedWriter class to write data to a file.*

*Example:*

*import java.io.FileWriter;*

*import java.io.IOException;*

*public class FileWritingExample {*

*public static void main(String[] args) {*

*try {*

*FileWriter writer = new FileWriter("example.txt");*

*writer.write("Hello, World!");*

*writer.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*Intermediate Java File Handling Interview Questions*

*1. What is the difference between InputStream and Reader in Java?*

*Answer:*

*• InputStream is used for reading byte data (for binary files like images, videos, etc.).*

*• Reader is used for reading character data (for text files).*

*Example:*

*// InputStream (for binary files)*

*FileInputStream fis = new FileInputStream("image.jpg");*

*// Reader (for text files)*

*FileReader fr = new FileReader("textfile.txt");*

*2. How can you handle large files efficiently in Java?*

*Answer:*

*To handle large files efficiently, you can use buffered streams like BufferedInputStream and BufferedOutputStream, which read and write data in chunks rather than one byte at a time.*

*Example (Reading a large file with BufferedInputStream):*

*import java.io.\*;*

*public class BufferedFileReaderExample {*

*public static void main(String[] args) {*

*try {*

*BufferedInputStream bis = new BufferedInputStream(new FileInputStream("largefile.txt"));*

*int byteData;*

*while ((byteData = bis.read()) != -1) {*

*System.out.print((char) byteData);*

*}*

*bis.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*3. How do you append data to an existing file in Java?*

*Answer:*

*To append data to a file, use the FileWriter constructor with the second argument set to true.*

*Example:*

*import java.io.FileWriter;*

*import java.io.IOException;*

*public class AppendToFileExample {*

*public static void main(String[] args) {*

*try {*

*FileWriter writer = new FileWriter("example.txt", true); // true for append mode*

*writer.write("Appending text to the file.\n");*

*writer.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*4. What is the purpose of the FileChannel class in Java?*

*Answer:*

*FileChannel is part of Java NIO (New I/O) and provides a more efficient way to read, write, and manipulate files compared to traditional stream-based I/O. It supports operations like memory-mapped files and direct I/O.*

*Example:*

*import java.io.\*;*

*import java.nio.\*;*

*import java.nio.channels.\*;*

*public class FileChannelExample {*

*public static void main(String[] args) {*

*try {*

*RandomAccessFile file = new RandomAccessFile("example.txt", "rw");*

*FileChannel channel = file.getChannel();*

*ByteBuffer buffer = ByteBuffer.allocate(1024);*

*channel.read(buffer);*

*buffer.flip();*

*System.out.println(new String(buffer.array()));*

*channel.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*Advanced Java File Handling Interview Questions*

*1. What is memory-mapped file I/O in Java?*

*Answer:*

*Memory-mapped files allow you to map a file’s contents directly into memory, so the file can be accessed like an array of bytes, enabling high-performance I/O operations, especially for large files.*

*Example:*

*import java.nio.\*;*

*import java.nio.channels.\*;*

*import java.io.\*;*

*public class MemoryMappedFileExample {*

*public static void main(String[] args) {*

*try {*

*RandomAccessFile file = new RandomAccessFile("example.txt", "rw");*

*FileChannel fileChannel = file.getChannel();*

*MappedByteBuffer buffer = fileChannel.map(FileChannel.MapMode.READ\_WRITE, 0, file.length());*

*System.out.println(new String(buffer.array()));*

*fileChannel.close();*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*2. How can you copy a file in Java using NIO?*

*Answer:*

*You can use the Files.copy() method from the NIO package to copy files efficiently.*

*Example:*

*import java.nio.file.\*;*

*public class NIOFileCopyExample {*

*public static void main(String[] args) {*

*try {*

*Path source = Paths.get("source.txt");*

*Path destination = Paths.get("destination.txt");*

*Files.copy(source, destination, StandardCopyOption.REPLACE\_EXISTING);*

*System.out.println("File copied successfully!");*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*3. How do you perform file operations asynchronously in Java?*

*Answer:*

*Java NIO provides AsynchronousFileChannel for performing asynchronous file operations, allowing non-blocking I/O.*

*Example:*

*import java.nio.file.\*;*

*import java.nio.channels.\*;*

*import java.nio.ByteBuffer;*

*import java.io.IOException;*

*public class AsyncFileReadExample {*

*public static void main(String[] args) {*

*Path path = Paths.get("example.txt");*

*try (AsynchronousFileChannel fileChannel = AsynchronousFileChannel.open(path, StandardOpenOption.READ)) {*

*ByteBuffer buffer = ByteBuffer.allocate(1024);*

*fileChannel.read(buffer, 0, buffer, new CompletionHandler<Integer, ByteBuffer>() {*

*@Override*

*public void completed(Integer result, ByteBuffer attachment) {*

*System.out.println("Read " + result + " bytes.");*

*buffer.flip();*

*System.out.println(new String(buffer.array()));*

*}*

*@Override*

*public void failed(Throwable exc, ByteBuffer attachment) {*

*exc.printStackTrace();*

*}*

*});*

*} catch (IOException e) {*

*e.printStackTrace();*

*}*

*}*

*}*

*4. What is the difference between FileInputStream and FileChannel?*

*Answer:*

*• FileInputStream is part of the traditional I/O and is used for sequentially reading bytes from a file.*

*• FileChannel is part of Java NIO and provides more advanced file I/O operations such as memory-mapped files, file locking, and random access.*

*This concludes the basic, intermediate, and advanced Java file handling interview questions with examples. Let me know if you need more details on any topic!*

*What is exceptional handling?*

*A,*

*Exception handling is a programming construct used to manage and respond to unexpected or exceptional conditions that can arise during the execution of a program. These exceptions typically occur when something goes wrong, such as a runtime error, invalid input, or an operation that cannot be completed successfully. Exception handling allows a program to deal with these situations gracefully, rather than crashing or terminating abruptly.*

*Key Concepts of Exception Handling*

*1. Exception:*

*• An exception is an event or condition that disrupts the normal flow of a program’s execution.*

*• Examples: Division by zero, file not found, invalid user input, or network connection errors.*

*2. Try Block:*

*• A block of code where exceptions are expected to occur.*

*• The program monitors this code for potential exceptions.*

*3. Catch Block (or Except in some languages):*

*• Code that handles specific exceptions raised in the try block.*

*• It provides a way to recover or take alternate action when an exception occurs.*

*4. Finally Block:*

*• A block that always executes after the try and catch blocks, regardless of whether an exception was raised or not.*

*• Commonly used to clean up resources like closing files or database connections.*

*5. Throw/Raise:*

*• When an exception occurs, it is “thrown” or “raised” to signal that an error has occurred.*

*6. Custom Exceptions:*

*• Developers can define their own exceptions to handle application-specific error conditions.*

*Example: Exception Handling in Java*

*public class ExceptionExample {*

*public static void main(String[] args) {*

*try {*

*int result = 10 / 0; // This will throw an ArithmeticException*

*} catch (ArithmeticException e) {*

*System.out.println("Cannot divide by zero: " + e.getMessage());*

*} finally {*

*System.out.println("Execution completed.");*

*}*

*}*

*}*

*Output:*

*Cannot divide by zero: / by zero*

*Execution completed.*

*Benefits of Exception Handling*

*1. Error Detection:*

*• Helps identify runtime errors in a controlled manner.*

*2. Improved Program Flow:*

*• Prevents abrupt program termination by allowing the program to recover or continue execution.*

*3. Readability and Maintainability:*

*• Separates error-handling logic from normal program logic.*

*4. Resource Management:*

*• Ensures resources like files, connections, etc., are properly closed or cleaned up.*

*Common Languages and Their Exception Handling Keywords*

*• Java/C#/C++: try, catch, finally, throw*

*• Python: try, except, finally, raise*

*• JavaScript: try, catch, finally, throw*

*• Ruby: begin, rescue, ensure, raise*

*Effective exception handling is critical for building robust, reliable, and user-friendly applications.*

3,if we use static or default methos in interface it is equal to abstraction then what is difference?

A,

**Key Differences Between Interface and Abstract Class**

| **Feature** | **Abstract Class** | **Interface** |
| --- | --- | --- |
|  |  |  |
|  |  |  |
| **Inheritance** | A class can inherit only one abstract class (single inheritance). | A class can implement multiple interfaces (multiple inheritance). |
|  |  |  |
| **Constructors** | Can have constructors. | Cannot have constructors. |
|  |  |  |
|  |  |  |
| **When to Use** | Use when you want to share code among related classes. | Use to define a contract or capability for unrelated classes. |
| **State (Fields)** | Can maintain state (fields that are non-final). | Cannot maintain state (fields are constants). |

4,what is difference of linked list and arraylist?

A,

| **Aspect** | **List** | **ArrayList** |
| --- | --- | --- |

|  |  |  |
| --- | --- | --- |
| **Definition** | List is an **interface** in the Java Collections Framework. | ArrayList is a **class** that implements the List interface. |

|  |  |  |
| --- | --- | --- |
| **Implementation** | List is a blueprint; it cannot be instantiated. | ArrayList is a concrete implementation of List backed by a dynamic array. |

|  |  |  |
| --- | --- | --- |
| **Type** | Abstract concept. | Specific implementation of the List interface. |

|  |  |  |
| --- | --- | --- |
| **Instantiation** | You cannot directly create an instance of List. Example: List<E> | You can directly create an instance of ArrayList. Example: new ArrayList<E>() |

|  |  |  |
| --- | --- | --- |
| **Flexibility** | Can point to any class that implements List (e.g., ArrayList, LinkedList, Vector). | Strictly tied to the dynamic array implementation. |

|  |  |  |
| --- | --- | --- |
| **Performance** | Depends on the implementation class being used (e.g., ArrayList or LinkedList). | Performance is based on the dynamic array's characteristics. |

|  |  |  |
| --- | --- | --- |
| **Memory Management** | Depends on the implementation class. | Memory is managed as a resizable array. |

|  |  |  |
| --- | --- | --- |
| **Methods** | Defines methods like add(), remove(), get(), etc., in a generic way. | Inherits and implements all List methods specifically for an array-based structure. |

5,what is hash map vs treemap?  
a,

| **Aspect** | **HashMap** | **TreeMap** |
| --- | --- | --- |
| **Data Structure** | Uses a hash table. | Uses a red-black tree (self-balancing binary tree). |
| **Ordering** | No guarantee of order (entries may appear unordered). | Maintains entries in **sorted order** by keys. |
| **Null Keys** | Allows **one null key** and multiple null values. | Does **not allow null keys**, but allows null values. |
| **Performance** | Faster for most operations: O(1) for put/get. | Slower: O(log n) for put/get due to tree traversal. |
| **Use Case** | Suitable for quick lookups without concern for order. | Suitable when sorted order of keys is required. |

**Example: HashMap**

java

Copy code

import java.util.HashMap;

public class HashMapExample {

public static void main(String[] args) {

HashMap<Integer, String> hashMap = new HashMap<>();

hashMap.put(3, "Three");

hashMap.put(1, "One");

hashMap.put(2, "Two");

hashMap.put(null, "Null Key");

System.out.println("HashMap:");

for (Integer key : hashMap.keySet()) {

System.out.println("Key: " + key + ", Value: " + hashMap.get(key));

}

}

}

**Output** (Order may vary):

yaml

Copy code

HashMap:

Key: null, Value: Null Key

Key: 1, Value: One

Key: 2, Value: Two

Key: 3, Value: Three

**Example: TreeMap**

java

Copy code

import java.util.TreeMap;

public class TreeMapExample {

public static void main(String[] args) {

TreeMap<Integer, String> treeMap = new TreeMap<>();

treeMap.put(3, "Three");

treeMap.put(1, "One");

treeMap.put(2, "Two");

// treeMap.put(null, "Null Key"); // Throws NullPointerException

System.out.println("TreeMap:");

for (Integer key : treeMap.keySet()) {

System.out.println("Key: " + key + ", Value: " + treeMap.get(key));

}

}

}

**Output** (Keys sorted):

yaml

Copy code

TreeMap:

Key: 1, Value: One

Key: 2, Value: Two

Key: 3, Value: Three

6,’what is hashmap vs list?

A,

| **Aspect** | **HashMap** | **ArrayList** |
| --- | --- | --- |
| **Purpose** | A HashMap is a key-value pair data structure. | An ArrayList is a resizable array for storing elements. |
| **Structure** | Uses a hash table internally. | Uses a dynamic array internally. |
| **Data Organization** | Stores data in key-value pairs (Map.Entry<K,V>). | Stores elements sequentially in an indexed manner. |
| **Access Time** | Fast lookup by key: O(1) (average case). | Fast random access by index: O(1). |
| **Order** | Does not guarantee the order of elements. | Maintains insertion order. |
| **Duplicates** | Keys must be unique; values can be duplicated. | Allows duplicate elements. |
| **Null Handling** | Allows one null key and multiple null values. | Allows multiple null elements. |
| **Use Case** | Used when you need key-value mapping and fast lookup. | Used when you need an ordered collection of elements. |
| **Implementation** | Implements the Map interface. | Implements the List interface. |

7,explain internal working of hashmap?

A,

i,what is hashcode?

A **hash code** is a numerical value that is generated by a hash function from an object, commonly used in data structures like hash tables to quickly locate data.

This numerical value is used in arraing index bucket in hash table.

Ex:

String str1 = "Hello"; String str2 = "World"; String str3 = "Hello";

System.out.println("Hash code for str1 (\"Hello\"): " + str1.hashCode());

ii , what is hashing ?

a,

**Hashing** is a process of converting data (like strings, numbers, or objects) into a fixed-size numerical value called a hash value or hash code, using a function known as a **hash function.**

**Code:**

**class Employee {**

**int id;**

**String name;**

**public Employee(int id, String name) {**

**this.id = id;**

**this.name = name;**

**}**

**@Override**

**public int hashCode() {**

**// Custom hash function: Combine id and name's hash code**

**return id \* 31 + name.hashCode();**

**}**

**@Override**

**public boolean equals(Object obj) {**

**if (this == obj) return true;**

**if (obj == null || getClass() != obj.getClass()) return false;**

**Employee employee = (Employee) obj;**

**return id == employee.id && name.equals(employee.name);**

**}**

**}**

**public class Main {**

**public static void main(String[] args) {**

**HashMap<Employee, String> employeeMap = new HashMap<>();**

**Employee emp1 = new Employee(1, "John");**

**Employee emp2 = new Employee(2, "Jane");**

**employeeMap.put(emp1, "HR");**

**employeeMap.put(emp2, "Finance");**

**System.out.println("John's department: " + employeeMap.get(emp1));**

**}**

**}**

**Iii ,what is hash table?**

**A ,**

**A hash table is a data structure that stores key-value pairs. It uses a hash function to compute an index into an array of buckets or slots, from which the desired value can be found efficiently.**

**8,how put method works in hashmap and equals method is used?**

**A,after providing key,value**

**It finds hash code using hash function ex:n%10**

**It will store data in that buket index.**

**If other key got the same index it will form linked list and continue adding.**

**But linked list o(n) traversal.**

**So if elements>8 it will form balanced tree.**

**In balanced tree less hashcode values are left remainin are right.**

**While travelling it checks equal function if exists it replaces value keeping key same.**

**If not exist attach at end.**

**9,when a linked list changed to tree in hashmap?**

**If threshold value>8**

**List changes to tree.**

**10,how delete function works?**

**If equal is true it deletes eventually.**

**11,how contains function works?**

**A,Use equal method and returns true.**

**12,what is collision in hashmap?**

**A,**

**A collision in a hash map occurs when two different keys generate the same hash value and are assigned to the same index in the hash table. This happens because the hash function, which maps keys to indices, may produce the same output for multiple inputs due to the finite size of the hash table.**

**Why Collisions Occur:**

1. **Finite Hash Table Size: A hash table has a limited number of slots, but the number of possible keys is often much larger.**
2. **Hash Function Limitations: A hash function maps keys to a fixed range of indices, so two different keys can map to the same index.**

**How chaining applies:**

**Chaining (Separate Chaining):**

* **Each index in the hash table points to a linked list (or another data structure) that holds all key-value pairs with the same hash value.**
* **If a collision occurs, the new key-value pair is added to the linked list at that index.**
* **Example: hash\_table[index] = [key1, key2, ...].**

**13, State the differences between a Hashmap and a Hashtable in Java.**

**HashMap Vs HashTable?**

**14, Which is the best technique to handle collision in a hashmap.**

**As part of its collision handling, HashMap employs chaining. In chaining, a linked list is used for placing the key-value pairs inserted into the map with the value already present to avoid collision in the map at a bucket location as the newly inserted value is placed in front of the linked list.**

**15,comparable vs comparator in interface?**

**A, 1. Comparable Interface**

* **Definition: Belongs to the java.lang package.**
* **Purpose: Used to define the natural ordering of objects in a class.**
* **How to Use:**
  + **The class itself implements Comparable.**
  + **It overrides the compareTo method to define the default comparison logic.**

**Key Features of Comparable:**

1. **Single Sorting Logic:**
   * **Can only define one default sorting order for a class.**
2. **Modify the Class:**
   * **Requires modification of the class whose objects need to be sorted.**

**class Employee implements Comparable<Employee> {**

**int id;**

**String name;**

**public Employee(int id, String name) {**

**this.id = id;**

**this.name = name;**

**}**

**@Override**

**public int compareTo(Employee other) {**

**return this.id - other.id; // Natural order by id**

**}**

**}**

**// Usage**

**List<Employee> employees = new ArrayList<>();**

**employees.add(new Employee(2, "Alice"));**

**employees.add(new Employee(1, "Bob"));**

**Collections.sort(employees); // Sorts by id**

**Comparator Interface**

* **Definition: Belongs to the java.util package.**
* **Purpose: Used to define custom sorting logic outside of the class.**
* **How to Use:**
  + **Create a separate class (or use a lambda/anonymous class) that implements Comparator.**
  + **It overrides the compare method to define the custom comparison logic.**

**class Employee {**

**int id;**

**String name;**

**public Employee(int id, String name) {**

**this.id = id;**

**this.name = name;**

**}**

**}**

**// Custom Comparator**

**class NameComparator implements Comparator<Employee> {**

**@Override**

**public int compare(Employee e1, Employee e2) {**

**return e1.name.compareTo(e2.name); // Custom order by name**

**}**

**}**

**// Usage**

**List<Employee> employees = new ArrayList<>();**

**employees.add(new Employee(2, "Alice"));**

**employees.add(new Employee(1, "Bob"));**

**Collections.sort(employees, new NameComparator()); // Sorts by name**

**16,**

**Distinguish between a Hashmap and ConcurrentHashMap in Java along with the implementation of both.**

**Hashmap vs ConcurrentHashMap:**

1. **ThreadSafe: One of the most significant differences between both is that a Cocurrenthashmap is synchronized internally and thread-safe which makes it suitable for a multithreaded environment whereas a hashmap is non-synchronized as well non-thread-safe which makes it unsuitable for a multithreaded environment.**
2. **Null Keys And Null Values: As we all know, data is kept in the form of key and value pairs in a hashmap and we can store as many null values in a hashmap as we want but only 1 null key can be stored whereas in a concurrent hashmap null keys, as well as null values, are not permitted.**
3. **import** java.util.\*;
4. **import** java.io.\*;
5. **public** **class** **interviewBit** {
6. **public** **static** **void** **main**(String[] args)
7. {
8. HashMap hmap=**new** HashMap();
9. hmap.put(91,"Hashmap Implementation");
10. hmap.put(92,"in ");
11. hmap.put(93,"Java");
12. hmap.put(**null**,"InterviewBit");
13. System.out.println(hmap);
14. }
15. }
16. **OUTPUT:**
17. java -cp /tmp/ZPv88JJ0D2 interviewBit
18. {null=InterviewBit, 91=Hashmap Implementation, 92=in , 93=Java}

* **ConcurrentHashMap implementation:**

**For implementing ConcurrentHashmap we have to import the concurrent package.**

**import java.util.concurrent.ConcurrentHashMap;**

**public class interviewBit {**

**public static void main(String[] args)**

**{**

**ConcurrentHashMap hmap=new ConcurrentHashMap();**

**hmap.put(91,"Hashmap Implementation");**

**hmap.put(92,"in ");**

**hmap.put(93,"Java");**

**hmap.put(null,"InterviewBit");**

**System.out.println(hmap);**

**}**

**}**

**OUTPUT:**

**java -cp /tmp/ZPv88JJ0D2 interviewBit**

**Exception in thread "main" java.lang.NullPointerException**

**at java.base/java.util.concurrent.ConcurrentHashMap.putVal(ConcurrentHashMap.java:1011)**

**at java.base/java.util.concurrent.ConcurrentHashMap.put(ConcurrentHashMap.java:1006)**

**at interviewBit.main(interviewBit.java:12)**

20. Why can’t we instantiate an interface?

Answer:

Interfaces cannot be instantiated because they do not have a complete implementation. They are meant to be implemented by other classes to provide specific behavior.

By preparing these questions and answers, you can confidently tackle interview discussions about interfaces in Java.

23,what is binding in polymorphism?

A, Binding in Polymorphism

Binding refers to the process of associating a method call with the method definition or implementation. In the context of polymorphism, it determines which method will be executed at runtime or compile-time.

Types of Binding

1. Static Binding (Early Binding):

• Occurs at compile-time.

• The method to be invoked is determined based on the reference type of the object.

• It is used for method overloading, private, static, and final methods since these methods cannot be overridden.

• Example:

class Demo {

void show() {

System.out.println("Static Binding Example");

}

}

public class Test {

public static void main(String[] args) {

Demo obj = new Demo();

obj.show(); // Resolved at compile-time

}

}

2. Dynamic Binding (Late Binding):

• Occurs at runtime.

• The method to be executed is determined based on the actual object (not the reference type).

• It is used for method overriding, allowing polymorphic behavior.

• Example:

class Animal {

void sound() {

System.out.println("Animal makes a sound");

}

}

class Dog extends Animal {

void sound() {

System.out.println("Dog barks");

}

}

public class Test {

public static void main(String[] args) {

Animal obj = new Dog(); // Reference type is Animal, but object is Dog

obj.sound(); // Resolved at runtime, output: "Dog barks"

}

}

Key Differences Between Static and Dynamic Binding

Aspect Static Binding Dynamic Binding

Timing Compile-time Runtime

Methods involved private, static, and final methods Overridden methods

Polymorphism Type Compile-time polymorphism Runtime polymorphism

Decision based on Reference type Object type

Polymorphism and Binding in Action

class Shape {

void draw() {

System.out.println("Drawing a shape");

}

}

class Circle extends Shape {

@Override

void draw() {

System.out.println("Drawing a circle");

}

}

class Test {

public static void main(String[] args) {

Shape s = new Circle(); // Polymorphism

s.draw(); // Dynamic binding, resolved at runtime

}

}

Output:

Drawing a circle

In the example above:

• The reference s is of type Shape.

• At runtime, the actual object Circle determines which draw() method to call.

Conclusion

• Binding in polymorphism is a mechanism that allows dynamic method invocation based on the object at runtime.

• Static binding supports method overloading, while dynamic binding supports method overriding.

24, Why is String Immutable in Java?

A, Why is String Immutable in Java?

A String in Java is immutable, meaning once a String object is created, its value cannot be changed. If any operation modifies the string, a new String object is created rather than altering the existing one. Here are the key reasons why strings are immutable:

1. Thread-Safety

• Immutability makes String thread-safe. Multiple threads can share the same String object without synchronization since its value cannot change.

• Example:

String s1 = "Hello";

String s2 = s1; // Both references point to the same "Hello" object

2. String Pool Optimization

• The String pool is a special area in memory where String literals are stored. When a new string is created with the same value, it refers to the same object in the pool instead of creating a new one, saving memory.

• Example:

String s1 = "Java";

String s2 = "Java"; // s2 refers to the same object as s1

3. Security

• Strings are widely used in sensitive operations, such as usernames, passwords, and database connection URLs. Immutability ensures these values remain unchanged throughout their lifecycle.

• Example:

String password = "secure123";

// An immutable string ensures no accidental or malicious modifications

4. HashCode Consistency

• String objects are often used as keys in hash-based collections like HashMap. Immutability guarantees the hash code remains consistent, preventing issues with hash-based lookups.

• Example:

String key = "user";

HashMap<String, String> map = new HashMap<>();

map.put(key, "John");

// If String were mutable, changing the value of 'key' would break the map

How to Achieve a Mutable String?

If you need a mutable version of a string, Java provides two classes:

1. StringBuilder (Not Thread-Safe)

• StringBuilder is a mutable sequence of characters. It is faster because it is not synchronized, making it suitable for single-threaded applications.

• Example:

StringBuilder sb = new StringBuilder("Hello");

sb.append(" World");

System.out.println(sb); // Output: Hello World

2. StringBuffer (Thread-Safe)

• StringBuffer is also mutable but is synchronized, making it thread-safe for multi-threaded environments.

• Example:

StringBuffer sb = new StringBuffer("Hello");

sb.append(" World");

System.out.println(sb); // Output: Hello World

Comparison: String vs StringBuilder vs StringBuffer

Feature String StringBuilder StringBuffer

Immutability Immutable Mutable Mutable

Thread-Safe Yes No Yes

Performance Slow for modifications Faster than String Slower than StringBuilder

Use Case For immutable strings Single-threaded mutable operations Multi-threaded mutable operations

Conclusion

• Strings are immutable in Java for reasons like thread safety, memory optimization, security, and hash code consistency.

• To achieve mutability, you can use StringBuilder for single-threaded environments or StringBuffer for thread-safe operations

Explain modifiers in java?

**Modifiers in Java**

Modifiers in Java are keywords used to define the scope, access level, and behavior of classes, methods, variables, and other program elements. They are categorized into **access modifiers** and **non-access modifiers**.

**1. Access Modifiers**

Access modifiers control the visibility and accessibility of classes, methods, and variables.

| **Modifier** | **Class** | **Package** | **Subclass** | **World** |
| --- | --- | --- | --- | --- |
| **public** | ✅ | ✅ | ✅ | ✅ |
| **protected** | ✅ | ✅ | ✅ | ❌ |
| **default** | ✅ | ✅ | ❌ | ❌ |
| **private** | ✅ | ❌ | ❌ | ❌ |

**1.1 public**

* Accessible from **anywhere** in the program. **Example:**

public class PublicExample {

public int num = 10;

}

**1.2 protected**

* Accessible within the **same package** and by **subclasses**. **Example:**

class ProtectedExample {

protected int num = 10;

}

**1.3 default (Package-private)**

* Accessible only within the **same package**. **Example:**

class DefaultExample {

int num = 10; // No access modifier means default

}

**1.4 private**

* Accessible only within the **same class**. **Example:**

class PrivateExample {

private int num = 10;

}

**2. Non-Access Modifiers**

Non-access modifiers define behaviors such as **static, final, abstract**, etc.

**2.1 Static Modifier**

* Belongs to the **class**, not an instance.
* Used for variables and methods.

**Example:**

class StaticExample {

static int count = 0;

static void displayCount() {

System.out.println("Count: " + count);

}

}

**2.2 Final Modifier**

* Used to define constants, prevent method overriding, or inheritance.

**Examples:**

1. Final Variable (Constant):

final int MAX = 100;

1. Final Method:

class Parent {

final void show() {

System.out.println("Cannot override this method.");

}

}

1. Final Class:

final class FinalClass {

// This class cannot be extended.

}

**2.3 Abstract Modifier**

* Used to define abstract classes and methods.
* Abstract methods **must** be implemented in subclasses.

**Example:**

abstract class AbstractClass {

abstract void display(); // No implementation

}

class ConcreteClass extends AbstractClass {

void display() {

System.out.println("Implemented in subclass.");

}

}

**2.4 Synchronized Modifier**

* Used to control thread access to methods or blocks.

**Example:**

synchronized void syncMethod() {

// Thread-safe code

}

**2.5 Volatile Modifier**

* Ensures changes to a variable are visible to all threads.

**Example:**

volatile int sharedVar = 0;

**2.6 Transient Modifier**

* Used to skip serialization of certain variables.

**Example:**

class Example implements Serializable {

transient int transientVar; // Not serialized

}

**2.7 Native Modifier**

* Indicates a method is implemented in native code (e.g., C/C++).

**Example:**

native void nativeMethod();

**2.8 Strictfp Modifier**

* Ensures strict floating-point calculations.

**Example:**

strictfp class StrictClass {

// Floating-point operations follow IEEE 754 standard

}

**Interview Questions on Modifiers**

**Beginner Level**

1. **What is the difference between private and protected access modifiers?**
   * private: Accessible only within the same class.
   * protected: Accessible within the same package and subclasses.
2. **Can a static method access instance variables?**
   * No, static methods cannot directly access instance variables because they belong to the class, not objects.

**Intermediate Level**

1. **What happens if you declare a class as final?**
   * The class cannot be inherited.
2. **What is the use of the transient modifier?**
   * It prevents serialization of the variable.

**Advanced Level**

1. **What is the difference between synchronized and volatile modifiers?**
   * synchronized ensures thread safety by locking, while volatile ensures visibility of changes across threads.
2. **Why can’t a static method be overridden?**
   * Because static methods are associated with the class, not instances. Overriding is based on instance methods.

By understanding these modifiers, you can define clear scopes and behaviors for your Java programs effectively. Let me know if you need examples for any specific modifier!

Explain final finally finalize?

**Final, Finally, and Finalize in Java**

These three terms may sound similar, but they serve different purposes in Java. Let's break them down:

**1. final**

**Purpose:**

The final keyword is used to define constants, prevent inheritance, or prohibit method overriding.

**Use Cases:**

1. **Final Variables:**
   * The value of a final variable cannot be changed after initialization.
   * Must be initialized either at the time of declaration or in the constructor.

**Example:**

java

CopyEdit

public class FinalVariableExample {

final int MAX\_VALUE = 100; // Constant

void display() {

// MAX\_VALUE = 200; // Error: Cannot reassign a final variable

System.out.println("MAX\_VALUE: " + MAX\_VALUE);

}

}

1. **Final Methods:**
   * A final method cannot be overridden by subclasses.

**Example:**

java

CopyEdit

class Parent {

final void display() {

System.out.println("This method cannot be overridden.");

}

}

class Child extends Parent {

// void display() {} // Error: Cannot override final method

}

1. **Final Classes:**
   * A final class cannot be extended (i.e., no subclasses can be created).

**Example:**

java

CopyEdit

final class FinalClass {

void display() {

System.out.println("This class cannot be inherited.");

}

}

// class SubClass extends FinalClass {} // Error: Cannot inherit from a final class

**2. finally**

**Purpose:**

The finally block is used in exception handling to execute a block of code regardless of whether an exception is thrown or not.

**Key Points:**

* It is **optional** and must be used with a try block.
* Commonly used for **cleanup operations**, like closing resources.

**Example:**

java
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public class FinallyExample {

public static void main(String[] args) {

try {

int result = 10 / 0; // Exception occurs here

} catch (ArithmeticException e) {

System.out.println("Exception caught: " + e.getMessage());

} finally {

System.out.println("Finally block executed.");

}

}

}

**Output:**

vbnet
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Exception caught: / by zero

Finally block executed.

**When Does finally NOT Execute?**

* If the JVM terminates abruptly (e.g., using System.exit(0)).

**Example:**

java
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try {

System.exit(0);

} finally {

System.out.println("This will not execute.");

}

**3. finalize**

**Purpose:**

The finalize method is called by the Garbage Collector (GC) before an object is destroyed to allow cleanup operations.

**Key Points:**

* Defined in the Object class.
* Rarely used in modern Java due to the unpredictability of when garbage collection occurs.

**Syntax:**

java
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@Override

protected void finalize() throws Throwable {

System.out.println("Object is being garbage collected.");

}

**Example:**

java
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public class FinalizeExample {

public static void main(String[] args) {

FinalizeExample obj = new FinalizeExample();

obj = null; // Make the object eligible for garbage collection

System.gc(); // Request garbage collection

}

@Override

protected void finalize() throws Throwable {

System.out.println("Finalize method called before object destruction.");

}

}

**Output (example):**

sql
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Finalize method called before object destruction.

Explain super keyword?

A,

**When and Why Do We Use super?**

1. **Access Parent Class Members:**
   * In cases where a subclass has variables or methods with the same name as those in the parent class, super is used to explicitly refer to the parent class members, avoiding ambiguity.
2. **Call Parent Class Constructors:**
   * When creating an object of a subclass, the constructor of the parent class is called first. super is used to explicitly invoke a specific constructor in the parent class.
   * This is useful when the parent class does not have a no-argument constructor or when specific parameters need to be passed to the parent class.
3. **Override Parent Class Methods:**
   * If a method in the subclass overrides a method from the parent class, super can be used within the overriding method to call the original method from the parent class.

Ans,

class Parent {

int num = 100;

}

class Child extends Parent {

int num = 200;

void display() {

System.out.println("Child class variable: " + num); // Refers to Child class variable

System.out.println("Parent class variable: " + super.num); // Refers to Parent class variable

}

}

public class SuperExample1 {

public static void main(String[] args) {

Child obj = new Child();

obj.display();

}

}